ECS518U Operating Systems

Lab 5: A Simple Shell and extension with capability to run external Linux shell commands or programs

**This exercise is assessed** (Must be assessed the latest by 12th/13th March during your timetabled lab slot, but hopefully you will get it done before ).

# Aim

This lab has two parts:

1. The aim of the first part of the lab exercise is to write a simple shell as a Python script, using Python functions (**NOT** existing Linux shell commands).
2. The aim of the second part is to extend the shell so that it can run normal Linux commands or external programs (in addition to your own shell commands).

In addition, you are to find out what happens in terms of processes when Linux shells execute commands/programs, to relate this with the part of the lectures on process control (e.g. process creation) and to answer the relevant questions on the answer sheet.

You can assess this lab **only one time**. See QMplus for details on assessment rules and marking criteria.

You should be able to:

1. Read the official Python documentation: <https://docs.python.org/3.10/>
2. Look at the functions available at the **os module** – we will be using them a lot: <https://docs.python.org/3.10/library/os.html>

Also look at the functions in **os.path** – we will be using them today and in the weeks to come: <https://docs.python.org/3.10/library/os.path.html>

1. Run Python scripts, as practised in labs 3, 4.

## Sample code

Sample code is available for you to use to get you started (get it from the scripting folder on QMPlus). Download the script **my\_shell\_outline.py**. You are recommended to:

* + Follow the pattern of the sample code, with a function to implement each command of the shell. The command “files” is already implemented for you in the code given.
  + Implement and test each command in turn.
  + Note that to exit the script currently, and until you implement the finish command as described below, you need to press CTRL and C.

# Part A: Requirements for your shell

Your simple shell should provide the following functions (these must be implemented using

**only Python functions** and NOT by running Linux shell commands from within your script):

|  |  |  |  |
| --- | --- | --- | --- |
| **Cmd Name** | **Arguments** | **Behaviour** | **Error Conditions to Check** |
| info | 1: file or directory | List information about the file or directory (see below for details) | File or directory must exist |

|  |  |  |  |
| --- | --- | --- | --- |
| files | (none) | List the files and directories by name, showing which are directories | (None) |
| delete | 1: file | Delete the file | File must exist |
| copy | 1: the original file name  2: the new file name | Copy the original file to the same local directory under a new name | The original file must exist, and the new file must not exist |
| make | 1: the name of the new file | Creates a new file in the current directory | A file with the same name as the new file must not exist in the current directory |
| down | 1: directory name | Change to the specified directory, inside the current directory | The directory must exist |
| up | (none) | Change to the parent of the current directory | If you are at the top of the directory tree, you should not be able to go further up – display a message |
| finish | (none) | Exits the shell | (none) |

## The Error conditions should be checked by your code.

For example, if the user asks for ‘info’ on a file that does not exist, the shell should display a helpful error message before continuing to accept the next command.

# The following general error conditions must also be checked:

1. The correct number of arguments is given.
2. Operations on the file system succeed. For example, it may not be possible to delete a file (e.g. because of permissions).

**Note:** it is sufficient to do this by dealing with the return values of functions or exceptions thrown if the operations fail. Look at the specification of the functions at the Python documentation. We do not require you to do specific investigation on access permissions. For those interested in this, check the information at: <https://docs.python.org/3.10/library/os.html> at section 16.1.5 on Files & Directories.

## The following information should be listed by the info command (most of this has been done in Lab 4):

* + Whether it is a directory, or ordinary file
  + The owner of the file or directory
  + The date the file or directory was last changed (mtime)
  + For files that are not directories
    - The size of the file in bytes
    - Whether the file is executable (Hint: check os.access at: <https://docs.python.org/3.10/library/os.html> at Files & Directories – one way is to use os.access(os.path.abspath(filename), os.X\_OK)

## It is ok to include additional information.

**As a sample output for the info command:**

PShell>info partA.py File Name: partA.py Directory/File: file Owner: hamza

Last Edited: Thu Feb 13 13:53:50 2025

Size (bytes): 5789 Executable?: True

Apart from the requirements described above, you are free to design the interface as you like. **Where you think that the requirements are ambiguous, decide how your shell will behave and tell us in your Answer Sheet (there is space to note this there) and when we assess your shell during your lab.**

# Python functions

The exercise is not challenging in terms of programming difficulty – the skeleton code gives you a very good starting point. You should just spend some time researching which Python functions to use in order to implement each command.

Some functions that may be used to implement some of the commands of your shell: os.unlink() or os.remove(), os.getcwd(), os.chdir(), os.mkdir() or os.mkdirs(), shutil.copyfile(), open(), close() etc.

# Part B: Running Linux shell commands and external programs from your shell

Your shell as implemented in Part A is not capable of running any other commands apart from the 8 commands specified. **Your aim in this part is to extend it such that it can also run Linux shell commands and external programs.**

Paste the code for the functions from your script in Part A in the appropriate section of the provided script my\_run\_shell\_0.py

You are expected to work through the steps below to enhance my\_run\_shell\_0.py to run external programs and Linux commands.

* + **Any command name** that is not the name of one of the 8 commands in the shell script from Part A is assumed to be that of a Linux command / external program (e.g. ls –l, ps, python3 fork.py, etc.).
  + The shell script should **check that the command/program name is an executable file** on **THE\_PATH** (check the code to see what paths are on THE\_PATH).
  + The command/program must be executed using the Python function **os.execv()** and the results displayed. When the command/program has completed, the shell can accept further commands and external programs.
  + **The shell script should show whether the external command completed normally, giving its return code, or was interrupted and exited “abnormally”**. There are Python functions that can check whether a process exited normally.

**Step 1: Investigating the Outline Solution (my\_run\_shell\_0.py)** Sample code with some outline solution is provided. It has the following functions:

* It recognises that a program/command is not an internal command in the shell (i.e. not one of the 8 shell commands) and checks that an executable file exists somewhere on THE\_PATH.
* It runs the program/command using os.execv().

However, it does not meet all the requirements for Part B. **You should investigate how it behaves and explain its behaviour clearly.** To do this, you should observe the processes that exist when a command is run from within your shell. To do that, you can use the ps command with appropriate arguments from another terminal window (look at material from the Week 2 lab for process monitoring).

🖛 **To Do: Answer the relevant questions** on the Answer Sheet.

# Step 2: Running in a Child Process

To resolve the non-meeting of requirements that you found in Step 1, you need to create a child process, which runs the external program using os.fork(): first use os.fork() to fork a child process and then run the external program in the child process using os.execv(). The parent process must **wait** for the child to complete before continuing.

🖛 **To Do:**

1. **Implement this change.** Sample code using os.fork()is available in the scripting folder for Lab 3 and was discussed in the Week 3 lectures.

## Answer the relevant questions on the Answer Sheet.

**Note**: it is a requirement of this lab to use os.execv() to run the external command/program as this corresponds to the underlying system call in Unix. **You will not receive any marks if you use another Python function to run external programs.**

# Testing, Demonstration and Assessment

You are expected to:

* + Answer the questions in the Answer sheet and be ready to explain your answers.
  + Be ready to answer questions about the sample programs we have made available.
  + Be ready to demonstrate your own shell working.
  + Be ready to answer questions about your code. **The code is expected to be clearly commented and properly formatted.**

**Answer Sheet**

# Testing, Demonstration and Assessment

You are expected to:

* + Answer the questions in the Answer sheet and be ready to explain your answers.
  + Be ready to answer questions about the sample programs we have made available.
  + Be ready to demonstrate your own shell working.
  + Be ready to answer questions about your code. **The code is expected to be clearly commented and properly formatted.**

# PART A

## Your Shell: Features Completed

Complete a table similar to the following showing the status of each of the required commands. You should describe how you resolved any ambiguities you found in the implementation of each command. This is mostly for your own record of what was done in the implementation of the Shell.

|  |  |  |
| --- | --- | --- |
| **Command** | **Status (Complete / Partial / Not Complete)** | **Notes**  (If you found any ambiguity in the specification for a command, say how you dealt with it. If something is left not implemented, make a note. Else say None) |
| files | Comp | No assumptions, implemented as per description |
| info | Complete | No assumptions, implemented as per description |
| copy | Complete | No assumptions, implemented as per description |
| make | Complete | No assumptions, implemented as per description |
| delete | Complete | No assumptions, implemented as per description |
| down | Complete | No assumptions, implemented as per description |
| up | Complete | No assumptions, implemented as per description |
| rename | Complete | No assumptions, implemented as per description |
| Create directory | Complete | No assumptions, implemented as per description |
| Show directory | Complete | No assumptions, implemented as per description |
| finish | Complete | No assumptions, implemented as per description |

**Question: Linux Shells: How do they execute commands/programs?**

Describe what happens in terms of processes when you run a command/program in a Linux shell (the answer can easily fit into 2-3 sentences). Copy and paste output of appropriate ps and/or pstree commands that explain what happens in terms of processes.

You must relate this to the lecture material on process control that was covered during the Week 3 lecture, so we obviously expect something more than, for example, (“the program that corresponds to the command is executed”).

**Ideas:** Open one or more terminals, execute some command or program and try to find a way to examine what happens in terms of processes. You can use commands such as ps (look at what command line options give you information that helps you, e.g. ps –ef,

ps -Oppid), pstree, etc. to see what processes are created. Try to figure out how the command or program you ran relates to the shell program. You can also research online but you must relate all this to lecture material on process control (e.g. fork) that we covered in Week 3.

**Answer and pasted output:**

![](data:image/png;base64,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)

When a command or program is executed from the Linux shell, the shell first finds the executable file then uses os.fork to create a direct copy of the process. The child process is then executed by os.execv which changes to the program being run by the current process. The parent process will wait or the child to complete executing us os.waitpid.

# PART B

## (These questions are in addition to code that meets the requirements for Part B – answering these questions with no implementation will not give you full credit for this Part of the lab)

**Step 1: Behaviour of ‘my\_run\_shell\_0.py’ as supplied (i.e. without any changes from you)**

Answer the following questions about the behaviour of my\_run\_shell\_0.py

|  |  |
| --- | --- |
| **Question** | **Answer** |
| **What happens** when the ‘my\_run\_shell\_0.py’ script is used to run an external program (e.g. a Linux shell command)? | When the shell runs an external program it first begins searching default directories. If it finds the program it executes it using os.execv which means the program now replaces the current process. Otherwise an error is displayed. |
| **What requirement** does this behaviour not implement? | The script does not handle process management as it does not create a child using os.fork. This means the shell process is removed completely when an external program is run. |
| **Why does this behaviour occur?** (Refer to the documentation of os.execv()) | Os.execv replaces the current process with the new process and since os.fork in the shell doesn’t create a child process it means that the shell is replaced and exited as it is replaced by the new process. |

**Step 2: Use of** os.fork()

Answer the following questions about the use of os.fork():

|  |  |
| --- | --- |
| **Question** | **Answer** |
| **What happens** when the os.fork() function is executed? | When os.fork is used the operating system creates a duplicate of the current process. Resulting in a parent and child process simultaneously. The parent process inherits the child process PID value. The parent process waits until the child process has executed and finished. |
| **What Python function** is used to make the parent process wait for the child process to complete? Why is this good practice? | The function os.waitpid is used to make the parent process wait for the child process to complete. This is a good practice as it prevents zombie processes , which are child processes that remain taking up memory even after they have been executed as they haven’t been removed by the parent process. |